Food Delivery App

1. **Changing theme using provider**
2. **Create a file for dark theme:**

**Dark\_theme.dart**

import 'package:flutter/material.dart';

ThemeData darkTheme = ThemeData(

  colorScheme: ColorScheme.dark(

      surface: const Color.fromARGB(255, 20, 20, 20), //background

      primary: const Color.fromARGB(255, 122, 122, 122),

      secondary: const Color.fromARGB(255, 30, 30, 30),

      tertiary: const Color.fromARGB(255, 47, 47, 47),

      inversePrimary: Colors.grey.shade300),

);

1. **Create a file for light theme:**

**Light\_theme.dart**

import 'package:flutter/material.dart';

ThemeData lightTheme = ThemeData(

  colorScheme: ColorScheme.light(

      surface: Colors.grey.shade300, //background

      primary: Colors.grey.shade500,

      secondary: Colors.grey.shade100,

      tertiary: Colors.white,

      inversePrimary: Colors.grey.shade700),

);

1. **Create a file for theme provider: do not forgot to add provider in pubspec.yaml**

import 'package:flutter/material.dart';

import 'package:food\_delivery/themes/dark\_theme.dart';

import 'package:food\_delivery/themes/light\_theme.dart';

class ThemeProvider extends ChangeNotifier {

  ThemeData \_themeData = lightTheme;

  //get theme

  ThemeData get themeData => \_themeData;

  //check dark theme

  bool get isDarkTheme => \_themeData == darkTheme;

  set themeData(ThemeData themeData) {

    \_themeData = themeData;

    notifyListeners();

  }

//change theme

  void toggleTheme() {

    if (\_themeData == lightTheme) {

      themeData = darkTheme;

    } else {

      themeData = lightTheme;

    }

  }

}

1. **Now register provider in main.dart also use theme:providers theme**

**Main.dart**

import 'package:flutter/material.dart';

import 'package:food\_delivery/screens/login\_screen.dart';

import 'package:food\_delivery/themes/theme\_provider.dart';

import 'package:provider/provider.dart';

void main() {

  runApp(

    ChangeNotifierProvider(

      create: (context) => ThemeProvider(),

      child: const MyApp(),

    ),

  );

}

class MyApp extends StatelessWidget {

  const MyApp({super.key});

  @override

  Widget build(BuildContext context) {

    return MaterialApp(

      debugShowCheckedModeBanner: false,

      title: 'Food Delivery',

      home: const LoginScreen(),

      //accessing theme provider

      theme: Provider.of<ThemeProvider>(context).themeData,

    );

  }

}

1. **Changing using toggle button**

**Setting\_screen.dart**

import 'package:flutter/cupertino.dart';

import 'package:flutter/material.dart';

import 'package:food\_delivery/themes/theme\_provider.dart';

import 'package:provider/provider.dart';

class SettingScreen extends StatefulWidget {

  const SettingScreen({super.key});

  @override

  State<SettingScreen> createState() => \_SettingScreenState();

}

class \_SettingScreenState extends State<SettingScreen> {

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      appBar: AppBar(

        title: const Text("setting"),

      ),

      body: Column(

        children: [

          Container(

            margin: const EdgeInsets.symmetric(horizontal: 20, vertical: 5),

            padding: const EdgeInsets.all(20),

            decoration: BoxDecoration(

              color: Theme.of(context).colorScheme.secondary,

              borderRadius: BorderRadius.circular(10),

            ),

            child: Row(

              mainAxisAlignment: MainAxisAlignment.spaceBetween,

              children: [

                Text(

                  "Dark Theme",

                  style: TextStyle(

                    color: Theme.of(context).colorScheme.inversePrimary,

                  ),

                ),

                CupertinoSwitch(

                  value: Provider.of<ThemeProvider>(context, listen: false)

                      .isDarkTheme,

                  onChanged: (value) {

                    Provider.of<ThemeProvider>(context, listen: false)

                        .toggleTheme();

                  },

                ),

              ],

            ),

          ),

        ],

      ),

    );

  }

}

1. **Credit card adding**

class PaymentScreen extends StatefulWidget {

  const PaymentScreen({super.key});

  @override

  State<PaymentScreen> createState() => \_PaymentScreenState();

}

class \_PaymentScreenState extends State<PaymentScreen> {

  String cardNumber = '';

  String expiryDate = '';

  String cardHolderName = '';

  String cvvCode = '';

  GlobalKey<FormState> key = GlobalKey<FormState>();

  @override

  Widget build(BuildContext context) {

    return Scaffold(

      backgroundColor: AppColors.surface(context),

      appBar: AppBar(

        backgroundColor: Colors.transparent,

        title: const Text("Payment"),

      ),

      body: SingleChildScrollView(

        child: Column(

          children: [

            CreditCardWidget(

              cardNumber: cardNumber,

              expiryDate: expiryDate,

              cardHolderName: cardHolderName,

              cvvCode: cvvCode,

              showBackView: false,

              isChipVisible: true,

              isHolderNameVisible: true,

              onCreditCardWidgetChange: (value) {},

              animationDuration: Durations.long1,

              isSwipeGestureEnabled: true,

            ),

            CreditCardForm(

              cardNumber: cardNumber,

              expiryDate: expiryDate,

              cardHolderName: cardHolderName,

              cvvCode: cvvCode,

              onCreditCardModelChange: (value) {

                setState(() {

                  cardNumber = value.cardNumber;

                  expiryDate = value.expiryDate;

                  cardHolderName = value.cardHolderName;

                  cvvCode = value.cvvCode;

                });

              },

              formKey: key,

            ),

            const AddVerticleSpace(height: 210),

            CustomButton(

              label: "Pay",

              onTap: () {

                if (key.currentState!.validate()) {

                  showDialog(

                    context: context,

                    builder: (context) {

                      return AlertDialog(

                        title: const Text("Confirm Payment"),

                        content: SingleChildScrollView(

                          child: Padding(

                            padding: const EdgeInsets.all(8.0),

                            child: Column(

                              crossAxisAlignment: CrossAxisAlignment.start,

                              children: [

                                Text("Card Number : $cardNumber"),

                                Text("Expiry Date : $expiryDate"),

                                Text("Card Holder Name : $cardHolderName"),

                                Text("CV Code : $cvvCode"),

                              ],

                            ),

                          ),

                        ),

                        actions: [

                          TextButton(

                            onPressed: () {

                              Navigator.pop(context);

                            },

                            child: const Text("Cancel"),

                          ),

                          TextButton(

                            onPressed: () {

                              Navigator.pop(context);

                              Navigator.push(

                                context,

                                MaterialPageRoute(

                                  builder: (context) {

                                    return const PaymentProcessing();

                                  },

                                ),

                              );

                            },

                            child: const Text("Pay"),

                          ),

                        ],

                      );

                    },

                  );

                }

              },

            ),

          ],

        ),

      ),

    );

  }

}

1. **Operations to cart**

//user cart

  final List<CartItem> \_cart = [];

//1. add to cart

  void addToCart(Food food, List<FoodAddon> selectedAddons) {

    //cart alredy with same food

    CartItem? cartItem = \_cart.firstWhereOrNull((items) {

      //checking if samee food

      bool isSameFood = items.food == food;

      //checking if same adddons

      bool isSameAddon =

          const ListEquality().equals(items.selectedAddon, selectedAddons);

      return isSameAddon && isSameFood;

    });

    //if item alredy exist=>just increase quantity

    if (cartItem != null) {

      cartItem.quantity++;

    }

    //else add new item to the cart

    else {

      \_cart.add(CartItem(food: food, selectedAddon: selectedAddons));

    }

    notifyListeners();

  }

//2. remove from

  void removeFromCart(CartItem cartItem) {

    int cartIndex = \_cart.indexOf(cartItem);

    //checking never negative

    if (cartIndex != -1) {

      if (\_cart[cartIndex].quantity > 1) {

        \_cart[cartIndex].quantity--;

      } else

      //if 1 remove from cart

      {

        \_cart.removeAt(cartIndex);

      }

    }

    notifyListeners();

  }

//3. get total price

  double totalPrice() {

    double total = 0.0;

    for (CartItem cartItem in \_cart) {

      //item total

      double itemTotal = cartItem.food.price;

      //checking addons

      for (FoodAddon foodAddon in cartItem.selectedAddon) {

        itemTotal += foodAddon.price;

      }

      total += itemTotal \* cartItem.quantity;

    }

    return total;

  }

//4. get total numbers of items in cart

  int getTotalItemCount() {

    int itemCount = 0;

    for (CartItem cartItem in cart) {

      itemCount += cartItem.quantity;

    }

    return itemCount;

  }

//5. clear cart

  void clearCart() {

    \_cart.clear();

    notifyListeners();

  }

  //helpers

//geneerate receipt

  String receipt() {

    final receipt = StringBuffer();

    receipt.writeln("Here is Your Receipt");

    receipt.writeln();

    //formating data

    String formatdate =

        DateFormat('dd/MM/yyyy HH:mm:ss').format(DateTime.now());

    receipt.writeln(formatdate);

    receipt.writeln();

    receipt.writeln("\_\_\_\_\_\_\_\_\_\_\_\_");

    receipt.writeln();

    for (int i = 0; i < cart.length; i++) {

      //adding detals

      receipt.writeln(

          "${i + 1}) ${cart[i].quantity} X ${cart[i].food.name} - ${formatMoney(cart[i].food.price)}");

      //adding addons

      if (cart[i].selectedAddon.isNotEmpty) {

        receipt.writeln("Add-ons: ${formatingAddons(cart[i].selectedAddon)}");

        receipt.writeln();

      }

    }

    receipt.writeln();

    receipt.writeln("\_\_\_\_\_\_\_\_\_\_\_\_\_\_");

    receipt.writeln("");

    //items price

    receipt.writeln("Total Items : ${getTotalItemCount()}");

    receipt.writeln("Total Price : ${formatMoney(totalPrice())}");

    return receipt.toString();

  }

//format doubke value into money

  String formatMoney(double price) {

    return "${price.toStringAsFixed(2)} Rs";

  }

//format list of add on into string summery

  String formatingAddons(List<FoodAddon> addon) {

    return addon

        .map((addon) => "${addon.name} (${formatMoney(addon.price)})")

        .join(", ");

  }

1. **Now its time to work on firebase things**